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Introduction

The writer, whether writing novels, or articles for magazines and
newspapers, needs to present his copy on sheets that are
approximately A4 size (112 ins. x 8%4 ins), with double spacing
between the lines, and with a reasonablc margin at the sides and
bottom. In addition they should be numbered on each page.

Usually the writer uses a pen or pencil, writes out and alters his
copy, types it, alters it again, and retypes it for presentation,
making a copy as he does so. In some cases the alterations require
typing more than twice to ensure they are correct. and in each re-
typing there is the danger (one could almost say the certainty) of
more mistakes in spelling. It is extremely tedious — and
‘extremely’ is not the first word I wrote there. There are times
when one can hardly express it strongly enough.

Imagine the trouble caused when it is essential to insert a full
paragraph into a chapter early in the book. and the hours of re-
typing needed to make the copy look good with consequent re-
numbering of succeeding pages. Even a couple of extra wordson a
page can demand a line or two being carried on to the next page.
The difficulties are only lessened in degree during the writing of
articles. Many of these run to four or more pages, and alterations
to them can be even more frustrating because of the greater
number of articles written.

The advent of personal computers, together with special
programs offered for ‘word processing’ seemed to be the answer
to these problems, and in some cases they were; but in many more
cases the difficulty of learning to handle the program of word
processing involved too much thought about the program, and not
on the actual writing. They are excellent programs in most cases,
and when used by a secretary typing out manuscripts for a writer
who can afford such a luxury, they fill the bill.

However, word processors are not the only way a writer can
obtain help in his work from a personal computer. Most of them
come complete with an in-built language, usually a variant of
‘BASIC’, which has commands built into it that will satisfy most
writers.

The original manuscript for this book was written using an
Amstrad CPC 464, with disc drives, and with a DMP1 printer,
together with the BASIC program that is described in its pages.
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Chapter One
THE HARDWARE

The number of words used by any writer in his article or novel can
range from 500 to 80,000 or more, and to place that quantity of
words safely in the computer, so that it can be regained at any
time, is the purpose of this book. However, a computer considers
all characters separately (whether letters, figures, commas,
spaces, or anything else); and when a writer counts his words, one
does not normally think of the spaces, dots, and other inter-
jections as characters. Therefore we must get that matter straight
first.

The sentence: ‘The cow jumped over the moon, and the little
dog laughed.’ contains eleven words, but to a computer it contains
fifty-eight characters (including the two inverted commas at the
beginning and end). So we have the equation: as 11 is to 58, so 500
(or 80,000) is to X. X being the number of characters your writing
is composed of. That is the quantity that has to be considered
when working out what a computer and its storage system (discs
or tape) can deal with.

This is not a hint to start calculating. It has been worked out
(approximately) that a page of 27 lines, each line having an
average of 11 words (287 words per page), is roughly equal to
1,500 characters; or in computer language: 1.5k. So the contents
of a chapter of about 6000 words takes up 33k (that is 33,000
characters).

To this number of characters used up by the writing of the 6000
words has already been added the various characters used in
writing the program that puts the chapter into the computer; so it
can be stated (roughly) that each page of writing requires 1.5k.

The capacity of the Amstrad CPC464 is given as 64k. Yet, when
FRE is used to ask for capacity remaining in the empty computer,
the result is 42,249, so where has the extra 21,751 gone? It has
been used up by placing in the memory a program called ‘BASIC’;
a program that allows you to command the computer in various
ways.

But that is not all. You cannot use all that 42,249 for your
entries; about 10k is needed by the computer to print on the



screen the words you want to enter. So you are left with approxi-
mately 30k to work with. That means that if your chapter is over
5500 words long you will have to divide it into two sections for
storing.

Whichever sort of computer you are using must therefore be of
a big enough capacity to hold a chapter. Anything of 64k or over
will be excellent. All the Amstrad personal computer range are
suitable, and so are many other computers. However, they must
have provision for use with a disc drive: that is a means of storing
the program; other than a tape recorder, which has the capacity
for storing long programs, but takes too long to do so, and is
somewhat uncertain in its results at times.

The disc drives supplied by Amstrad for use with either of their
personal computer have a capacity of 169k on each side of the
disc; but not quite all of this is available for storage. The
explanation of this is a little complex, but worth studying, foroniit
depends how much you can store.

Let us suppose that you have three chapters to store. When the
first one goes in, and is corrected even once, a use of the CAT
command will produce a list, together with the number of ks it has
used, but it will be seen that the correction has produced two
versions of that program: one will be (in the instance of this
program) WRITER1 .BAS and the other one is WRITERI
.BAK. The BAS version is the latest one, and the BAK version is
the one before you corrected it. The BAK version is left there in
case you have made a mistake, so that it is always available. It can
be recalled by clearing the computer, and entering SAVE
followed by the name of your program plus .BAK, enclosed
between double inverted commas. This can be a real save at times,
but is not usually needed very often.

It does, however, use up more of the storage space, for if you
had three programs on that disc, each of 30k, they would amount
to 90k between them, and with the BAK version of one as well
while you worked on it, there would be 120k in use — plus another
30k for the use of the disc’'s memory while it was transferring a
program from the BAS to the BAK memory, making five times
30k in effect: 150k. Now the disc drive has only 169k in all.
Therefore, if there were 34k in each of the three programs, the
total would be 170k, and there would be a message to tell you the
disc is full when you try to save the full program.
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That is not easy to understand, so we will express it in a dif-
ferent way.

As soon as a program is entered, and seen to be correct and
complete, then erase the BAK version, thus releasing (say) 30k.
To erase it: see the instructions in Chapter 2.9 of the Amstrad
DDI-1 User Instructions.

This is done for each program in turn as it is completed, so that
as the third program is being entered and SAVEd, the CAT
command will produce: WRITER1 .BAS 30k WRITER2 .BAS
30k WRITER3 .BAK 30k WRITER3 .BAS 30k. This is 120k in
all, and to it must be added (mentally) another 30k with which the
disc operates, making an effective use of 150k.

From this it can be seen that there are just 19k to spare, so that if
cach chapter were 32k long, the remainder becomes just 9k,
which is as small a margin as you should allow.

After all, there are two sides to each disc, and each side can hold
(safely) three chapters of 5,000 words each, so a complete book of
(say) 24 chapters (120,000 words) can be held on four discs. At the
time of writing such discs can be obtained for as little as £23 for ten
of them, and there is every sign that prices will be lower in future.

To sum up what has gone before: a computer of not less than
64k capacity, and a disc drive that will hold 169k on each side is
needed to enter and hold almost any size of book, and will, of
course, deal with smaller pieces so much easier.

The Amstrad CPC464, with an attendant disc drive, and a
printer attached. will allow any writer to enter and save all his
writing. So will the CPC664, and the CPC6128. If you already
have a different computer, and so long as it has the capacities
mentioned, there should be no difficulty in using the program that
is described in this book.

Before leaving the disc drive it should be mentioned that a
double disc drive is a great advantage in the matter of safely saving
what has been written. The way I use it is as follows:

With a clean, formatted disc in each of the two machines: A is
the top one. and B is the bottom. I make sure the computer is in
the A mode. Just typing and entering | A will do that. The *|"is the
shifted sign *@" to the right of the letter P on the keyboard.

I then type and enter the name of that chapter. enclosed by
double inverted commas, and preceeded by SAVE. The disc drive



whirs and passes back the ready sign, after which [ use |B to put it
in the B mode, and repeat the SAVE. Then I go back to |A again.
In this way what I have written has been saved on two separate
discs.

This is not essential at all, and it is perfectly correct to use only
one disc drive, and merely change the discs when you want a copy.
However, in the interest of simplicity of working when 1 am
thinking out some text, I use the two.

There is another matter related to the quantity of text entered:
itis the number of characters that can be entered in one numbered
line. This is another instance of thinking in terms of characters
rather than words.

When writing a program in ‘BASIC’, a line number is typed
first, followed by the instructions. Have a look at the program in
this book (page 8) and you will see what is meant.

In entering a line of instructions (or anything else that is to be
put into that numbered line), only 256 characters can be entered;
and these have to include the number and whatever else is used in
the way of letters, spaces, commas. or other interjection.

For instance, in the case of the text for a book of any kind, there
must first be: 1000 PRINT #8S, and this. together with the double
inverted commas at the beginning and end of the text. amounts to
16 characters, so there are then only 24() left. This means that
every three or four lines (depending on how you are using line
length in the finished print-out) you have to start a new line.

This check to the stream of thought when producing the copy
has stopped some writers from using a computer, but it is a minor
irritation compared with the tedium of continually typing out
fresh copies, with the necessity of always having to watch for
typing errors. When the text on a computer is checked properly. it
never has to be done again. In any case. with the aid of the KEY
re-allocation facility on the Amstrad (and some other computers)
there need be only one key pressed after the number is entered.
This will be explained when we come to detailing the program
item by item.

Printers of other makes than Amstrad can be used with the
Amstrad, for it accepts the standard ' CENT R ONI1C S’ style
interface printer. The one I use at present is the Amstrad DMP-1
printer, and any instructions given for the printer apply specifically



to that machine. I am given to understand. however, that the
intructions are easily adaptable to other printers.

Printers are nonaally passive partners to a computer, accepting
all orders passed to them by the computer, so far as they are able.
The DMP-1 is set into single spacing between lines, or double
spacing, by the flick of a dip switch. This is situated at the back of
the machine, on the right hand side when facing the back of the
machine. Therc are four small switches in a recess; the one on the
right (nearest the end of the machine) is No.4. If this is set down
(off) the machine prints single spacing between lines. If it is sct up
(on) the printer uses double spacing between the lines. This switch
is so small, and set so deeply in its recess that it is difficult to
operate unless one is facing the back of the machinc. Leaning over
from the front is not recommended - mainly because it is then so
very difficult to see and operate the tiny switch.

The DMP-1 cannot print both the pound sign and # at the same
printing. It prints one or the other. according to the setting of
No.3 dip switch (second from the right when facing the back of the
machine). When dip switch 3 is down (off), it prints #. If the
switch is set up (on). it prints the pound sign. Therefore, in all
printing onc must decide before setting the machine which of
these two signs is the more important in the text. In this program,
for instance, the # sign is more important than the pound sign,
and so switch 3 is set down.

Most other normal commands are given in the computer
program. The relevant ones will be described when we are
explaining the program. but one that you may wish to use is given
here. It is possible on the DMP-1 to print words or lines at an
extended length. That is: each letter is extended to double its
former length. This is done by using two codes: CHR$(14) and
CHRS$(15) in the form:

‘PRINT #8,CHRS$(14)+“SIMPLE APPLICATIONS OF THE
AMSTRAD CPCs FOR THE WRITER",CHR$(15):"

. It may have been noticed that in the above command two single
Inverted commas were used in place of a double inverted comma.
This is necessary because when using the present kind of program
the double comma is reserved for use at the beginning and end of
the text only. If used in any other place it will cause trouble.
Therefore, all conversations in the text must have only single



inverted commas to enclose them. For example: John came into,
the room, and said, ‘Collect the mail, please.’ and the servant
did so.

This chapter has dealt only with the *‘Hardware’; that is with the
computer, the printer and the disc drive. In future chapters the
program will be explained thoroughly. and therefore some of the
previous remarks may be repeated.

10 REM #£%ERERERFEERREERHEREFHRFHRER IR

20 REM #### SIMPLE APPLICATIONS OF THE #w##

30 REM ##¢ AMSTRAD CPCs FOR THE WRITER ss«

40 REM ##adaexerrass WRITERD Srsdsasirieds

SO REM #E#FHEEFHFRFEERERHRERERBSRAREERRERRS

6@ KEY 138,"CLS:LIST 1@@-"+CHR$(13):KEY 128,"RUN"+CHR$(12):
KEY 129,°PRINT 4S,”

70 INK 8,23:INK 1,0:EORDER 23

B0 MODE 2:WINDOW 1,65,1,25

9 S=@:A=3:REM to 8 f{incl)

10@ WIDTH 45:60TC 1008

268 PRINT #S:PRINT #S:PRINT #S:PRINT #5," ":FRINT #S:FRINT &
S,SPC(ZQ) ;A:PRINT #5:A=A+1:RETURN

270 PRINT #S:PRINT #S:PRINT #S," ":FRINT 4S:PRINT #5,SPC{3@)
;AtPRINT #5:A=A+1:RETURN

288 PRINT #S:PRINT #S," ":FRINT #S:PRINT #S,SPC(Z@);A:FRINT
#S:A=A+1:RETURN

80@ REM from 1213 only:- 19 lines(26d):20 linec:270):21 l:re
5(28@): The rest: 26, 27, or 28.

130@ PRINT #S," ":PRINT #S:FRINT #S5,5PC(23) ;A:A=A+1:FRINT S
:PRINT #5:PRINT #5,5PC(S);"SIMPLE AFPLICATIONS OF THE AMSTRA
D CPCs FOR THE WRITER":PRINT #5:FRINT #S:PRINT #5,"Chapter O
ne The Hardware":PRINT #S:PRINT 45



Chapter Two
SOME DETAILS OF THE PROGRAM

Because a large number of writers have never used a computer
before. the explanation of these few lines of program is going to be
extremely detailed, so [ ask more experienced programmers to be
tolerant. They may find some uses of ‘BASIC’ they have not met
previously, but much of what is explained will be simple. It is
based on the type of programming necded for the Amstrad, and
should require very little adaptation to be able to work well on
many other computers.

It is usual to number each line in steps of 10 normally, because
that leaves room for extra lines to be inserted later, when a use of
the program indicates such a need. There are instances, however,
when a greater jump than 10 seems to be an advantage. The
explanation of that will be given when we arrive at lines 260 of the
program on the preceeding page.

A space is left after the line number. and, starting at 10, the
word REM is found. This is short for REMark, and is a word that
makes the computer ignore everything in the linc that comes after
it. It is most useful for adding in remarks to help yourself
understand what you intended, or what you should do. if you
come to the program after an interval. The computer reads each
number in turn, and what comes after it. In the case of REM it
immediately goes on to the next line number.

Lines 10 to 50 have been used to produce a decorative title for
the program. In line 20 | have used the title of this book. You
should put the title of your own book there.

Line 40 is a reminder of the name uscd for storing the program
on disc. WRITER! is the word used for the first chapter.
Succeeding chapters will have succeeding numbers at the end of
WRITER(. so that as the necd to SAVE a section is reached, a
glance at that title will help. It may seem to be a waste of labour
and space. but there is no doubt that when a number of programs
have been written, and one comes back to them after a period, a
glance at the program itsclf will not always reveal what it is about.
So. use REM lines in the heading to help yourself.



60 KEY 138,*CLS:LIST 1000-"+CHR$(13):
KEY 128, “RUN"+CHR$(13):
KEY 129,"PRINT #S,”

Line 60 is the first important one. The word '"KEY" is what is
called a KEYWORD. It performs a function when used: in other
words the computer performs certain actions when that word is
used. In this case the computer will accept your instruction to
change the use of that key: it can be programmed to put some
other character (or characters) onto the screen.

All the keys used in re-allocating are shown in a drawing on
page 15 of appendix 111 of the Amstrad manual: the square
section of 12 keys numbered 0 to 9, with . and ENTER as well.
The ones I usc are Nos. 138 (the full stop). 128 (the nought), and
129 (the figure 1) of that block. They are handy to get at, and there
are other keys with those characters elsewhere.

The formula is fixed: line number/space/KEY/space/138/
comma/double inverted comma/CLS/colon/LIST/space/1000~
double inverted comma/+/CHRS$(13)/colon.

Compare that with the program at line 60, and you will see that
the oblique lines are merely a device to separate off the various
elements of the command during the explanation. They are not
used in the program. After that colon comes another KEY re-
allocation, for number 128, and after that another, for 129. When
you have got uscd to them they becoie casy to find.

Starting with the first one: key 138 (the full stop) is now used to
enter into the computer the order to LIST from 1000 onward. The
dash after the 1000 means ‘onward’ in that context. The CLS is a
direct order to the computer to clear the screen. The + CHR$(13)
is equivalent to ENTER when used in this fashion, and the
command is momentarily flashed onto the screen prior to the
command being carried out. It will be realised from this that the
key is now printing 14 characters. instead of the single full stop it
printed before re-allocation.

Key 128 (the 0) is slightly different in that the CLS is not now
needed. This is because thc command RUN carries within itself
the order to clear the screcn. Otherwise, it is a similar exchange of
use: it prints RUN. and is followed by ENTER.

Key 129 s different again. for it prints the characters we put into
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the key. but does not clear the screen, nor does it use ENTER.
This is because we have not this time used cither CLS or
+CHRS$(13). It just enters the 9 characters: PRINT #S. | and
leaves them on the screen. This s a very convenient way of saving
typing time.

At the beginning of each piece of text, during the typing of the
book or article. it is necessary to type in the line number. a space.
then PRINT #S. (9 characters). and then a double inverted
comma — beyond which comes the text. Now, all that is needed is
the line number (we can deal with that later), a space, the
characters on the new key (129) with one dab of a finger. and the
shifted 2 (to produce the double inverted comma).

The use of these pre-programmed keys does not come into
action until after RUN has been used. for the computer has to
rcad through the program before it can act on the command. If the
command had been entered directly, that is without a line
number, the computer would accept it directly, but when entered
after a line number it must be read in sequence with the program
to be acted on correctly.

Some of you will have become a little restive by now at the
repeated use of *#8S', because you will know that the command to
printon the printer is actually #8. This will be made clcar when we
reach line 90. But before that we will deal with the numbering.

There is a facility of the Amstrad called AUTO. This will
automatically produce a new line number. with an increase of 10,
each time the ENTER key is pressed. It is cancelled by using the
ESC (break) key. and has to be re-introduced after that. It is
Started off by entering your next line number preceeded by
AUTO and a space.

For instance, to start this paragraph I had previously reached
line 1350, so I typed in AUTO 1360 (the next one I needed)
pressed ENTER. and the new line number (1360) was produced.
complete with a following space. Then I had only to dab the figure
_1 (previously pre-programmed). use shift 2 (for the double
Inverted comma). and could at once continue with the text. At the
end of that line (about 200 characters) | pressed ENTER. and a
New number was produced. ready for the single finger dab and
'nverted comma that made a new line ready for new text.

This may not be quite clear. but will be explained in more detail
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three MODEs on the Amstrad: 0, 1, and 2. In MODE 0 there are
twenty characters to the width of screen; in 1 there are forty; and
in 2 there are eighty. For the purposes of writing text for books or
articles, we need to use about 65 characters to the page, so this is
the most useful for our purpose. It is most difficult to make the
beginnings of each line level when using MODE 1, as will be
explained at greater length when we come to the section dealing
with typing your own text into the computer. For the present
please accept that MODE 2 best suits our purpose.

The sccond command in line 80 is WINDOW. This is a most
convenient facility of the Amstrad (and of some other
computers), for it allows us to put on the screen, before we
transfer it to the computer, the text written to the width of
characters that we require. The width of the screen (in MODE 2)
1s eighty characters. We want to usc (for instance) 65 characters.
With this facility we can make the screen size anything we like.
The width of (normally) 80, can be reduced to 65, and the depth,
which is 25 (lines) can also be altercd. In fact quite a lot of
WINDOWS can be used on the screen at the same time - but that
is of no present concern. If you want to learn how to use this
facility for other purposes, then see page 53 of chapter 8 in the
Amstrad manual.

In fact we use WINDOW 1.65,1.25 for our purposes. After the
word WINDOW come four figures, separated by commas. The
first represents the left hand margin of the window, the second is
the right hand margin, the third is the top margin. and the fourth is
the bottom margin. Since the normal screen would be 1,80,1,25 it
can be seen that 15 character spaces at the end of each line are not
being used. If you put a different coloured margin around the
screen for a test. you will see that this is so. You can do that with
the BORDER command in line 70.

lThis simple command ensures that when we have entcred a
Piece of text, and wish to see what it looks like on the screen when
Wwe use RUN, it will be the size we want it to be. There will be a
much fuller explanation of it in use in a later chapter.

ANOW, for some purpose of your own, you may wish to use a
different number of characters for your text. I first of all started
Out by using 60, but after a time I considered that the lines were a
little too short, so adopted 65 as my standard. This is almost sure
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The second command in line 90 is A=3. This is another much
used variable. The program list printed on page 8 is of the first
chapter, and the first page number of that chapter is 3. It may be
surmised from this that A is a variable used to represent the page
number, and the experienced programmer seeing the commands
to make A=A+1in lines 260, 270, and 280 will also surmise their
function.

However, this book sets out to help the beginner, and must
therefore explain in more detail. This will be done when we come
to the explanations of lines 260, 270, 280, and 1000, in chapter
three. For the present we will say only that A is made to equal the
first page of the each chapter as you come toit, and that the REM
remark that comes after it should be made to contain the last page
number in the chapter. Thus, in the heading, there is a record of
the page numbers in that chapter. It will be seen that in chapter 1
there were pages 3 to 8. Therefore A in the next chapter (2) will
have A=9, and the number after REM will be left until the
chapter is written, and then entered before it is permanently
saved.

100 WIDTH 65:GOTO 1000

In line 100 are two commands, and the first one, WIDTH, is a
direct command to the printer to print each line 65 characters
long. This is a most convenient command, for with it the printer
can be made to print within the limits of the number given. It
therefore makes it easy to type in lines of the correct length that
will print at the same length.

As will be seen it is used in conjunction with WINDOW in this
Program. WINDOW gives a width of 65, and so does WIDTH.
So. if all the lines are typed to conform to that width, within the
Window of 65, they will all be printed to justify on the right. In this
€ase 'to justify’ means that all the letters at the extreme right hand
side of the text will end directly under each other, and there will be
asstraight an edge to that margin as to the beginnings of each line.

All this justification is carried out by the writer in this program,
€xcept that he is helped by the program form. and it must be done
Manually. The way it is done will be explained when we deal with
€ntering one's own text.
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The second command should be clear by this time: it merely
adds a double line of space. The third command has two features
that may confuse. SPC(28);A: tells the computer to start the line,
print nothing (spaces) for 28 characters, and then print A. (which
has no inverted commas). Now we know that A equals 3 in line 90
of the program shown, so the computer prints what A stands for.
To repeat that: the computer does not print the letter A, but what
that A stands for; because there were no inverted commas.

Nextcomes A=A+ 1. Thisis ‘computereese’ for adding 1 to the
number that A stands for. Put in another way it means that A(3)
has now had 1 added to it. and A now equals 4, so that the next
time the computer is told to print A it will print 4. Remember, a
computer, (and by order of a computer — the printer) prints any
character enclosed by double inverted commas as it appears in a
program; but without those commas it prints what that character
stands for. If, for instance, you typed PRINT 4. 4, it would print
16. The *." stands for multiply on a computer.

‘SPC(28)’ needs little explanation. SPC is an abbreviation for
space; in effect the command here is to print 28 spaces. In the
brackets is put the number of spaces required. Because it was not
encloscd by inverted commas the computer printed what it meant,
and not the actual lctters and numbers. Of course that number
(28) can be altered to put the “A’ in any place along the row, so
that it can be at the right hand edge if wanted there.

PRINT #S:PRINT #S:PRINT # S,SPC(5):*SIMPLE
APPLICATIONS OF THE AMSTRAD CPCs FOR
THE WRITER”

The 5th. 6th. and 7th. commands in line 1000 should be quite
clear now because of the previous commands. There are two
blank lines, and then a command to leave S spaccs, and print the
name of the program. This is printed on the third line below the
number, and is positioned by the number of spaces used.

It is a controversial point whether or not the book title should
be used at the head of each chapter. I prefer to do it because my
chapters are stapled, and the book title at the head of each chapter
prevents it getting lost. or placed in the wrong file. Line 1000 is
used only once, at the chapter beginning, so it is written in this
form. You must decide for yourself whether or not you wish to do
this. If you do not, then the Sth. 6th. and 7th commands should be
deleted from line 1000.
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This. as you may realise, would mean there are three lines less
in this first page, and therefore line 800 must be looked at. Thisis a
line of REMinders only, put there to remind you that in order to
position each page of text on its sheet, there must be 33 lines on
each page betwcen the dash marks ‘_’. The lines of text must be
counted carcfully, to ensure that this is achieved. When the
correct number of lines has been put in, a command is typed in
telling the computer to GOSUB to line 260, 270, or 280. This is
done because the text is entered in batches of three or less lines.
More details of why this is necessary will be given in the chapter
dealing with the entry of your own text.

The 33 lines for each page are made up from blank lines; the
No. line: the text; and the space at top and bottom that is left to
give a margin. In line 1000 (for the first page only) there are ten
lines incorporated, excluding the line making the dash. That
allows for either 19, 20, or 21 lines of your text bcfore the
command to GOSUB 260 (or 270, or 280) is entered.

If however, you decide to delete the title from this program
during your writing (its spaces and words occupy 3 lines), then you
must add those three deleted lines from line 1000 to the number of
lines of text counted. That is: line 800 must now have the 19
altered to 22, the 20t0 23, and the 21 to 24. This is only applicable,
of course. to the text of the first page.

To put this another way: the part of line 800 dealing with the
counting of lines has to be altered by the same amount as an
alteration of the lines in 1000.

In our analysis of line 1000 we had reached the 7th command,
and will deal with the 7th to 12th commands together. for they are
similar to those that have gone before: two blank lines, and a
command to print the chapter number after 24 spaces, followed by
2 more blank lines.

This brings us to the next line, which is line 1010. This,
however. is the beginning of your own text so will be left until
later. For the moment we have to deal with the lines numbered
260, 270, and 280.

It will be as well to study the beginnings of each of these three
€s. for they have only one difference, and that is the one caused
Y the number of lines of text.

lin
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260 PRINT #S:PRINT #S: PRINT #S:PRINT #8§, «_"
270 PRINT #S:PRINT #S:PRINT #S,~
280 PRINT #S:PRINT #S,_"

From the way thesce have been printed in this book: directly in
line. it will be seen that line 260 orders 3 spaces to be printed
before it prints the dash (which must be printed on the perforated
line). Line 270 orders 2 spaccs. and 280 orders 1 space - in each
case. This is plus the space caused by printing the dash. This
makes room for either 26, 27, or 28 lines of your text before you
have to enter the GOSUB line.

The program lines have been deliberately numbered with the
number of text lines counted (with an () at the end). These are
cntered into the GOSUB lines. This makes them casy to
remcmber, and is a practice that can make life a lot casicr at times.

If you wish to have a larger space than I have allowed at the
bottom of the page. then make a new line 250 with one cxtra
PRINT #8S: init. Thatis: like 260, but with an added PRINT #8S:.
This makes 4 in front of the dash ‘PRINT #S’. Then remove line
280. From then on you can use only 25, or 26, or 27 lines of your
own text. This kind of alteration is easy with this program,
provided you remember to think in terms of a definite count of
these new numbers of your own lines of text you have decided
to usc.

There has been mention of the fact that the dash must be sct on
the perforated line between separate pages. This is not an
automatic act. It has to be arranged. and is done in this way:

On the DMP-1 printer there is a transparent plastic cover over
the paper as it emerges. The paper moving knob on the right
causes the paper to emerge. Count the side holes as they emerge.
When the 10th hole following after a perforation is exactly half
covered by the trailing edge of the plastic cover. then it is
positioned correctly for the dash to print on the perforation. But
only if the printer has alrcady been used once or more since being
switched on. I make sure of this by using PRINT #8." " on its
own, directly into the printer. before I start getting the 10th hole
into place to put the perforation line in position to be printed on.

This is far simpler than it sounds when first read. The act of
preparing to print a chapter is almost automatic after one or two
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mistakes. Enter LIST. and press ESC when the top half of the pro-
gram appears: see that lines 60 to 100 are centred on the screen.
Then. by editing, see that in line 60 the KEY 138 command is set to
LIST 1000; that in line 90 the S is made to equal 8, then in linc 100 set
the GOTO to 1000. After thisenter the PRINT #S line, and then set
the number of holes from the trailing edge of the plastic cover as
directed above, and and you are ready to press the 0 key that has
becn set to the command: RUN. This description has taken it for
granted that you are able to 'EDIT" the screen. If not then study the
Amstrad manual, for the process is well described there.

The alteration of those lines (60 & 100) to 1000 can have been
occasioned by earlier alterations as you worked. They need not be
set to 1000 all the time. As you work, and the program gets longer it
is useful to alter those numbers to oncs that are much nearer the
line you are presently working on. For instance, when working on
line 1500 and onward, | set them both to 1480, so that there is not a
long wait for the program to scroll on the screen after an alter-
ation or addition. If they were always set at 1000 they would take a
long time to scroll up on the screen. I always work with those two
keys set a few lines back from the current line. and increase their
number by 10 lines or so as I work. This is the real reason they have
been pre-programmed.

For the beginner at programming the RETURN on the end of
lines 260, 270, and 280, should be explained. The command
GOSUB always has to have coupled with it a RETURN on the end
of that line, or section of program. to which GOSUB has been
directed. The effect of RETURN is to send the computer back to
the line immediately after the line containing the GOSUB. It never
makes a mistake.

The position of the line to which the GOSUB is directed does not
matter. The three lines 260, 270, and 280, have been placed at that
Position because it keeps them within the program we are writing at
the moment. They could just as easily have been put at lines after
1000. Because they are in the compact “heading’ program, they
must be passed over by the computer when reading its way through
the program; hence the GOTO 1000 in line 100. The computer
Passes over those lines until commanded by a GOSUB line to scan
them. Then it acts on the commands, and RETURNS to the line
after the one it came from: having read. and acted on. only the line
It was directed to.
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command. Ignore that for the moment, and press ENTER again.
It will produce 1020, and if you continue to press ENTER the
numbers will follow in tens. The way to stop it, and revert to
manual numbering. is to press ESC.

I do not often use AUTO now, for I prefer to correct lines as [
proceed. and that entails the use of ESC in most cases, so AUTO
is of littie use to me. However, when using a written copy to type
from, I like to get on with the typing, and go back over the
previous lines to correct them after a paragraph or two have been
typed in. In such cases AUTO is invaluable.

Press the full-stop key again, and the listing of 1000 will appear
again. After producing a number (completc with a space after it)
press KEY 1, and ‘PRINT #S." will appear (I used it to print that).
Now use the SHIFT key and 2 to produce the double inverted
commas, and you are rcady for text. It it is the start of a
paragraph, so you must type in some spaces after the double
inverted commas.

This is another matter of personal preference: Some prefer a
small indentation for starting a paragraph; others like a big one. 1
normally use four spaces in this position. When using double
spacing on the printer they usually show up well enough.

One matter has to be stressed here before you proceed: if a
double inverted comma is used in the text (between the one at the
beginning and the one at the end) it will cause a mistake to stop the
computer when you RUN it. The double inverted commas in this
type of program can bc used only in those two places: the
beginning (after the PRINT ctc.) and the end of a numbered line.
This is a simple statement of fact. You have to use a single
inverted comma for all places in the text where you need double
ones: for instance when typing in a conversation.

Another restriction is on the number of characters that can be
put into the computer with one line number (including the line
number). It is 256. When the little black cursor reaches that
number it makes a small squawk. and stops there. Each time you
press a letter (at that point) it protests. giving a warning that it will
not take any more. The reason is that the buffer. (the mechanism
inside that stores the characters before putting them in the correct
place), can only hold that number.

Therefore. since we arc using 65 characters to the line of text,
and 3 times 65 is 195 (leaving only 61 out of the 256) we must
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restrict the number of lines of text we use to three. This together
with the fifteen taken up by the number and its command PRINT
#S." makes 210 characters in the line when we stop at the end of
the 3 lines (of 65 each). To attempt to enter more would cause a
broken line, for we would have only 46 characters left. This is
about two thirds of a line, and we could not work out a suitable
way of matching that with a new line.

I have digressed from the main instruction . which is about how
to enter part of a chapter. This is inevitable, and will occur
frequently.

The next move, after entering 1010. a space , and the PRINT
#S.".is to enter some text:

\
1810 PRINT #S,° Phoebe gave the slab of butter an extra hard s
mack, shaped it quickly, and then staeped it with the beechwood n
ould to put the Polefield mark on it. That was the last one toda

y. Since A

Please note that at the beginning and end of that three line
statement [ have put a single inverted comma. You will have to
use double apostrophes. This is because, as 1 have explained
earlicr. the computer will not accept double apostrophes inside a
statement, and to enter this in my program for this book, I had to
put the double apostrophes before the 1010. and after the last
inverted double commas.

When this is RUN it will be seen that *quickly’ and *Polefield’
start a letter in from the leading edge:; and "Since’ is not at the end
of the line; they need justifying.

Justification consists of making the end letter of cach line sit at
the beginning and end of a line exactly: so that the entire piece of
typing (or printing) has straight edges at each left and right hand
Margin. It is simple to do. and extremely hard to explain in words.

LIST the program again, and study the position of the words

Orming those three lines of text. The three lines actually start
dlrcctly after the double inverted comma (for we used four spaces,
and those are counted in the three lines). Now. under that double
3postrophe, in a column, must come a space in each line,
terminated by the double apostrophe at the end. (sce arrows).

To explain that differently: a column must start with a double
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apostrophe, and below that must be a space, another space, anda
double apostrophe. And cach of those two spaces must have a
character close to each side of it. This is achieved by adding an
extra space here and there in the text: as shown in the following
cxample.

\
1829 PRINT #5,° Phoebe gave the slab of butter an extra hard
smack, shaped it quickly, and then stasped it with the beechwoo
d sould to put the Polefield sark on it. That was the last one
today. Since/’\

A space has been placed before "*Phocebe’. before “shaped®, after
‘quickly.’. before "“That’, and before *Since’. This second example
has been numbered 1020, so that you can enter and RUN both of
them together for comparison.

A careful count of the characters will show that the second
example has now got 64 characters in cach line. The 65th one is
being used as a spacer while we enter the text. I will give one more
example, and this time will put a full stop in cach place where a
space has been added.

)
1830 PRINT #5,°  This is an exasple .to show .that spaces canb
e added easily here and there in a sentence, .without spoiling .i
ts .appearance when it is printed. .This sentence will finish in
the middle cn‘,‘\

When you have studicd this. replace all those extra full stops
with a space. and then study it again after it has becen RUN. 1t may
seem obvious to you that spaces have been added to various
places, but justification by a word processing program can be just
as obvious when searched for. Whoever receives your manuscript
will noticc the straight cdges. and will be pleased at the
presentation, having been used to receiving less tidy and
presentablc copy.

When you are quite surc you understand the principle behind
this means of justification. then remove lines 1020, and 1030. s0
that you can proceed with typing in the examples given in the
correct way. We will now move to line 1020, which. you may
recall, will have to start without an indent for a paragrapb
beginning.
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1820 PRINT 85, ‘she had come to work for James Somerton six years
ago she sust have done that hundreds of tise. There was more b
utter produced here than at any farm near by; and in the winter,

too; for this’

1932 PRINT #S, ‘was still the only fara that consistently kept the
ir stock alive right through the cold season.’

Thesc three lines (1010 to 1030) form a single paragraph, and
paragraphs do not need to finish at the same place each time. In
some cases they may have only one word in a line, and in others
may complete a line. The only rule to remember is that in all cases
the column under the double apostrophe must contain a space
until the final double apostrophe (if this is not a para. end), and
that the only way to achieve this is to usc spaces discreetly.
Sentence ends, and where commas occur, are good places to
choosc. and the next best is where long words come close
together. Word processors cannot think things out in this way,
and arc inclined to bung them in just anywherec.

1848 PRINT #5,° There was a gentle tug at her skirts, and she

looked down at little Anne, who was beaming up at her hopefully.

She sailed in response, and lifted up the three-year-old. He
r sother would’

1850 PRINT #5, ‘chide her for spoiling the child, but a scolding
from Mistress Elizabeth wac never very serious. She had a way
of letting you know which offences were really serious, and whi
th were token’

1858 PRINT #S, ‘offences, like the one she was about to commit,’

1878 PRINT 85,  She sat the girl on her arm, while Anne hugged
her neck, and buried her face in Phoebe‘s yellow hair. Then, ove

" at the board table where the creas was separating in four large
Pans of mjlk,"

1989 prINT 15, "she sat the girl on the table, reached for a large
wooden Sspoon, scooped up a generous portion of cream, and gave
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shown here), that right down the page, undf:r each of the
apostrophes. is a column of blank spaces. Examine that closely,
and make sure there is a character close to each side of each space
in that column. In other words, look on that space as if it were the
margins of the ends and of the beginnings of all the lines; for in
effect that is what it truly is.

To draw together all that has been described in this chapter is
not easy. but put briefly it is this: type the line number, a space,
press KEY '1", type a double apostrophe. type in four spaces (if
it's a paragraph start), and type in your text. You can ignore
spacing at first, but remember that only threc lines of text can go
into any numbered line. Then add spaces where you think they
will produce a space under that first double apostrophe. If you
want both your margins to be ruler straight, then don’t put
another space next to that column of spaces.

If you don’t wish to justify the right hand margin of your work,
that is to leave it with your right hand margin as ragged as when
you arc typing on a normal typewriter, then you will still have to
put some spaces into your text at times, in order to prevent words
being cut in two. In this case all you have to do is to see that no
word crosses that space under the double apostrophe. It will not
be of importance if a letter from the word on the left of that space
obtrudes into the space, but it must not extend beyond it.

I'have found that it is very little (if any) more trouble to justify
ic right hand margin while you are making sure no words are cut
Intwo.

While you are working, adding lines as you go. the use of the
Pre-programmed keys is most helpful. After entering a line, a
single press of *0' (for RUN), will produce what you have typed.
After checking for mistakes. a single press of the “full-stop” will
Produce the listing once more. However. as you were warned
earlier. if vou leave lines 60 and 100 to refer to 1000 all the time,
You will eventually have a long wait for the lines you arc working
Onat that moment to appear. That is why it is best (after entering
an additional 10 lines or so) to change the LIST number, and the

- TO number in lines 60 and 100 respectively. to the number of
aline or two before the next one you wish to work on.

he next task confronting the writer using this program is to
eparate off the pages. so that they will cach print on the same
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place on the pages formed by the perforation marks of 3
continuous stack of folded paper.

Some writers may prefer to count their text lines as they go on
with their writing, adding in the GOSUB commands as they go,
but it is normally advisable to wait until the entire chapter is
finished, so that all the corrections and additions to the text are
completed — otherwise, after a correction that adds lines, an
erasion of all subsequent GOSUB lines is called for, with the
additional task of counting the lines again.

As I have said previously, the DMP-1 printer has 66 lines of
print between one perforation mark and the next. Using double
line spacing gives 33 lines. Ignoring the chapter headed first page,
each page has at its head: a space, a number, and another space.
Then comes the text, of 26, 27, or 28 lines. Then, and this is the
point, if there are 26 lines the program puts three lines of spaces
before producing the dash that prints onto the perforated line asa
marker. If there are 27 lines of text, then two lines of spaces are
given, and for 28 lines of text just one line of spaces is given,; all
threc quantities of spaces are plus the line of spaces where the
dash is printed of course. So this amounts to 33 lines in each
instance.

If you arc using a printer other than the DMP-1, it is easy to find
out how many lines are allowed by that printer. With the printer
sct to double spacing, type in a line as follows:

50000 FOR X =1 to 40:print #8 X:NEXT

Using a line number well beyond any in your own program. When
this line is RUN, using "RUN 50000’ the printer will print on the
paper a column of numbers. Sce that a perforation line is about
level with the printing head on the printer, and you will then havé
a permanent record of just how many lines that printer uses
between perforation marks.

After that digression we will go back to the DMP-1.

With the first page. because extra room is taken up by the title
and the chapter number (one space before the page number, tw0
before the title, two between title and chapter number, and tw0
before the text) there arc seven less lines frec for the text-
Therefore. the transfer to normal pages from first page is effect
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simply by using 19, 20, or 21 for the count of text lines. If there are
(on the first page only) 19 lines, then the GOSUB for 26 lines of
text is used, for 20 use the one for 27, and for 21 the one for 28.
There is a REM line at 800, that keeps this reminder in a
convenicnt place.

The manner in which these spacing lines are used is simple. At
the point reached when either 26, 27, or 28 lines matches the end
of a program line. an extra line is inserted between that program
line and the next one. Use a number finishing with S in each case:
if the 26 (¢tc.) line is at the end of 1170, type in 1175 GOSUB 260.
Itis casy to remember, for one just adds a 0 to the number of text
lines in the GOSUB command. Of course. the RETURN at the
end of lines 260, 270, and 280 will send the computer back to the
line number after the GOSUB line number.

This is a suitable time to remind you that the use of jumps of 10
in line numbers is normally preferred. For this there is a very
sound reason. I will give an example. When [ had moved well past
line 1900 in the program for this chapter. I found a good reason to
add in an extra paragraph at that point. I was able to use five extra
line numbers (1902 to 1906), and they slipped in easily. Then I
used the RENUM facility of the Amstrad to make the lines revert
to their jumps of 10, by entering RENUM 1900,1900,10. so that
every line from 190) onward was renumbered in jumps of 10;
including my new paragraph.
~ There are nine extra program lines to be used between the
Jumps of ten, and at three text lines to a program line, that gives
about a page of text. If your addition is liable to be more than that,
then renumber the lines immediately after the gap before you
?tart. Assuming the gap comes before line 1900, then first use:
RENUM 2900.1900,10. and there will be a hundred lines waiting
to bc used. For beginners I should explain that the RENUM

acility starts with the new number wanted. the old number you
Wished to discard. and the amount of the jump wanted.

One further point needs to be covered: the way the lines are
sounted. It would seem to be too obvious to need explanation, but

have found crrors creepin.

Xamine the lines you have typed in: lines 1010 to 1170. The

St-text line finishes at the end of line 1080. so at 1085 you should
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put ‘GOSUB 280’. This leaves just one line of a last sentence (the
word ‘mam.’) to be counted with the next page. It is frequently
possible for this to happen, but there is no way to avoid it — apart
from re-wording the sentence, and I prefer never to do this. Once
a word has been selected it must be changed only in order to
improve the sense of the sentence.

The remaining lines you have entered amount only to 20, too
few to make a normal page, so more lines would have to be putin
to fill that page. However, remember that on the second page ofa
chapter (and on all succeeding pages) the number of lines to count
are 26, 27, or 28.

Everyone will count the number of lines in their own way, so my
explanation of the way I do it is given only as a guide. I count the
first double apostrophe (after the PRINT etc. command) and the
spaces (if any) that come directly below it: making sure not to
count the double apostrophe at the program-line end. The
existence of no double apostrophe at the end will only indicate
that the line finished elsewhere.

To print out the chapter I make sure that lines 60 and 100 are set
at 1000 for LIST and GOTO respectively, and that A=8 and not
0. Then, setting the printer so that the perforated line is level with
the printing head (as explained previously, with the aid of the
tenth hole being level with the plastic cover end), I start it off with
RUN, carefully watching all the time to see that the dash sits on
the perforated line on every change of the page No. If one is
wrong then a press of ESC will stop both the printer and the
computer. A second dab at ESC will take it out of the computer’s
control, and the alteration can be made. It will only be a mis-
count of lines that can allow it to go wrong. If it is correct make
sure it is put on disc at once.

The method I use to prepare for a new chapter may be of use t0
some. This chapter has used “writer4’ as its title in the discs, and
that is first altered to ‘writer5". I then make sure that lines 60 and
100 have had their LIST and GOTO set to 1000. Next line 90 i
altered: if S=8 I change that to S=0. A is next altered to A=34(1
after the no. of pages in the last chapter). Then I go to line 1000,
and alter the Chapter number to Five. This completes the alter-
ation of the heading program. and it is necessary then to remové
the main text. This is done easily by entering: ‘DELETE 1010~
10000'. This clears everything after line 1000.
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Chapter Five
A PROGRAM FOR FAST WRITING

The routine 'RAPAWORD'. on the previous page, is designed tg
take advantage of the easy way in which a small BASIC prograp
can use the PRINT command to kcep words in onc piece whey
moving to a fresh line. At no time docs it cut any word in two. [
grcat advantage is that one can type directly into the computer
without having to worry about words being broken at a line
cnding. In many cases this is a great advantage to the writer who
finds it difficult to break his train of thought in order to deal with
extraneous matters. like the spacing of words in a sentence, for
words can continue to flow into the computer until it gives a
squawk: and then it is only necessary to delete back to the last
complete word, usc ENTER. and start a new line with just the
word "DATA" and a space.

It does not justify the right hand line ends, however, for it
lcaves them just as ragged as does an ordinary typewriter. It has
another snag. also. It will not accept a comma in any way. This
BASIC program treats all commas entered directly into the textas
if they were spaces. Therc is a line in the program that will puta
comma onto the screen, though (at 590), where provision is made,
that. if a lower case * m " with a space each side of it is cnteredin
place of the comma. it will print a *." in its proper place on the
screen. The DMP-1 printer, however. does not recognise the code
‘CHRS$(8)". which (to the computer) means ‘move the cursor t0
the left’, and so prints a comma, but with a space between the

‘word and the comma.

However, both the computer and the printer will recognisé 3
semi-colon (;). and if you can remember to put one of these If
place of every comma. it will do the job well.

Because of the use to which I put this program. this does no_(
matter to me, for I use it in place of a picce of paper and a pen
when first writing articles. I will give an example later. For the
moment it will be best if | give a complete breakdown of the
program.

Ignoring lines 10 to 50. which have been explained carlier, the
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first line of consequence is 60, which pre-programs the same two
keys as in the previous program. We do not. how‘cvcr.‘need the
.PRINT #S." sequence in this program, so that is omitted. We
do. however. need the word. "DATA " with a space after it. to put
on cach line after the number. so that is put in line 60 also. With
the aid of this programmed key (after the use of AUTO for the
line number), we can now start cach line with just a single key
strike of *17(right near to"ENTER"). and the full stop followed by
some spaces if it is a new paragraph. The space atter DATA is
already programmed into the key. so that aninterrupted sentence
can be continued at once.

The next line (70) specifies the background colour. and the ink
to be used: as well as doing away with the border by making it the
same colour as the background. It also introduces MODE 2, with
narrow characters. Incidentally, MODE 2 has no effect on the
printer. Then comes the WINDOW command. This. as in the
previous program, stipulates that all the characters in each row
amount to 63: mainly becausc that is the WIDTH to be uscd for
the printer, and one can then see what it is going to look like when
shown on the screen. The WINDOW command has been
explained in the description of the previous program.

In linc 80 we give a value to the variable *S': it is made to be
equal to *()'. When you want to see on paper what you have typed.
then change the "0 in this line to *8". Don't forget to change it back
10°0" when the printer has finished.

Line Y0 contains a direct command for the printer only. It
énsurces that everything is printed to that width. Both this
ommand. and the WINDOW command in line 70. must be given
the same number if. at some time, you wish to change the width of
your work .

We now come to the actual routine that prevents the computer
from cutting a word in two. It starts with line 500. which is merely
aREM ine. Line 510isa ‘FOR’ line which is tied to the number of
Paragraphs you have entered with this program. It was *S” with the
Sample program I ran when testing it. There will be a fuller
©planation of its function when we come to use this program later
I this chapter.

. Inline 520 starts the WHILE-WEND routines that can be used
Okeep the program returning to the beginning again, ‘ws’ is made
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to equal —1. While ws is equal to -1 it continues to move. As soon
as ws'is made equal to "0, (sec linc 600), it comes toastop. Inline
600 it says: ‘IF q3="X" THEN ws=0". Then comes GOTO 620,
which passes over the PRINT command in line 610, and moves on
to 630 (print a space) and to 640, which is the 'NEXT" that sends
the computer back to line 510. Put in a rather crude way, this
means that when the computer comes across an X in its reading
through the lines it brings into play the FOR-NEXT loop, and
starts a new paragraph.

During the explanation of these lines there will be many of
these digressions. for the lines in such a routine are usually inter-
connected. We will now return to the carhier lines.

In line 530 is the first of the two WHILE-WEND loops. In 540
is the READ command. This teils the computer to look for
DATA somewhere in the program. It can be placed anvwhere,
and such DATA is to be given the variable z$ (a string variable
that can handle words). [t is also quaiificd by being followed by
(n). This 'n" is the variable we metin line S10. On the first passage
through the program it is equal to *1°, so the computer will
continue to READ DATA until it meets a "X Then line 600
becomes operative - but we have dealt with that. so we shall go
back to line 540. On the second pass through, "n” will be cqual to
*2", so will take the second paragraph. and proceed on.

We meet some rather more involved sequences in line 550 and
onward. Here we have: "zS(n)=2z8(n)+~CHR$(32)". This means
that from then on z$(n) means the word plus a space after it. for
the code "CHR$(32) really means a space. It could have been put
in a different way, but the computer responds well to the codes.

Line 560 starts a sccond WHILE-WEND loop: this time it will
continue until the word and space is greater than *1°. Line 570
contains the command word "'INSTR", which scarches the slringof
words. and makes “¢cv’ equal to the one chosen.

Now comes the line that makes sure that only complete words
are printed in the text on the screen. for the string handling
commands (LEFTS and MIDS) are used to give the variable 'q$'
the position of such words. and in line 610 they are printed - but
not before (in lines 390 and 600) the variable *q$" is compared with
a character 'm’. and a character "X’ in which cases some different
commands are given. In 590, if gS="m’. then it prints a comma. 3%
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explained earlier: in 600, if g$="X", it stops printing that line to
order the computer, eventually. to NEXT. in order to start the
sequence all over again.

[t is well worth while studying line 580 thoroughly, for it is the
kev to how this program does its job. LEFTS chooses the
Ch'.'lr'.lL‘ler at a position (from z$(n)) that is to the left of ‘cv’ (which
was defined in line 5§70) including ‘cv’. The "—1" means that it must
be one character to the left of what that "LEFTS has chosen. Then
comes a colon (1), which sepurates off a new command, in which
z8(n) is now given a new value by using MIDS. In this case "z$(n)’
ismade to represent the words after the characters defined by *ev'.
This means that on the next time through. *z$(n)" represents only
the characters after the one chosen by INSTR in line 570.

This is not casy to understand at first, but for beginners I should
explain that the use of INSTR. and of LEFTS and MIDS in a
situation like this, can produce most of the mysterious things that
computers do —in this matter of juggling with words and letters. In
this casc ‘q$" is made to represent a word with a space cach side of
it, and LEFTS sclects that word for printing. while MID$ makes
sure it ts not used a second time. The whole matter is made clear
when we remember that the computer is treating the string in "q$°
as a single character for the purpose of printing, and therefore. if
there is not room for it on that present lince, it goes to the next line
to print it.

Beginners at programming. and some that have been doing it
for 4 little time, should make every effort to understand how it is
done, and in particular how the commands are phrased. for the
efforts to do this will be repaid many times over.

The FOR-NEXT loop starting at line 310 controls the move
from one paragraph to another. so deserves a little more explan-
ation. It works by separating all the text (until a "X is met), into
e complete batch. This is done by using the variable *n" as a way
of Qualifying the string variable z$. which otherwise would
consider all the text as one great whole. That is why (n) is in use
fOllowing every 'z$". A FOR-NEXT loop always has a number
Suchas | TO S (or sometimes A TO Z. where this is of more use)
'o make sure that the procedurc inside the loop is repcated more
than once. When 1 first wrote the program it had five paragraphs
"M the text 1 used. so the number there is 1 TO 5. Without that
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Any use of the second method at times is liable to be confusing,
forit will be by using the "CLR " key. instead of the 'DEL" key. Itis
petter to stick to one method only.

10 REM #HHHHHHHEHEH HHHHHHHHH HHH HHH HHHHHE

20 REM #xdaarsrs BUTTERFLY ARTICLES #4444

‘_’,B REM #HHHHHHHHHEHHH HHHHH

49 REM Heiranininsrd  BUTFLY! #4444

9 REM #3HHHH HHHHHHHHE HA HH

40 KEY 138,°CLS:LIST"+CHRS (13) :KEY 128, "RUN"+CHR$ (13):KEY 12
9,"DATA *

78 INK 8,23:INK 1,0:BORDER 23:MODE 2:WINDOW 1,65,1,25
80 59

9% WIDTH 65

209 PRINT #5,"_":PRINT #5:PRINT #S:PRINT 45,5PC(28);"THE RED
ADMIRAL®:PRINT #S:PRINT #5

00 REM #+xaessd START OF ROUTINE +Hr#adi%iet
SI0FOR n=1 TO 5

328 ws=-1

330 WHILE ws

49 READ 2$(n)

30 2$(n)=z$(n) +CHRS (32)

30 WHILE LEN(z$(n)) )

7 cv=INSTR(z$(n) ,CHRS (32))

30 @=LEFT$(28(n) ,cv-1):28 () NID$ (28 (n) ,cv+)

% IF qs="a" THEN PRINT #S,CHRS(8);", *;:6070 620
58 IF g="X" THEN ws=0:60T0 620

810 PRINT #S, g$+CHRS (32);

628 WEND : WEND

838 PRINT 85

49 Next

R REN seasrsrtrsr END OF ROUTINE Hiisiisisd
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Chapter Six
ADDING PAGING TO THE FAST WRITER

There may be occasions when the writer will wish to use the fast
writing method for more than a page or two, and therefore I have
devised a method of doing that. It is not very elegant, but it does
the job — within certain limits. At this chapter end is a program
that does the job. It will be seen to be the same program as
previously used, but with some additions. Those extra lines will be
dealt with here.

The first alteration is to line 80. where A is given a value of ‘1’.
This is similar to the same provision made in the list of a previous
program, for when its value is changed by adding 1 after each page
is printed, it will continue to number the pages correctly.
Thercfore. line 80 is now:

80S=0:A=1

In line 200 there are two alterations: the title has been changed
to '‘SOME GARDEN BUTTERFLIES' instcad of being “THE
RED ADMIRAL'; and an addition has becn made to the end, for
therc is now an additional command: GOTO 500, which is the

beginning of the word wrapping routine. That line is therefore
now:

200 PRINT #S,'_:PRINT #S:PRINT #S.SPC(25);A:
A=A+1:PRINT #S:PRINT # S.SPC(16);'SOME
GARDEN BUTTERFLIES :PRINT #S:GOTO 500

] Don't forget that where I have put a single apostrophe, each
Side of the bottom dash *_°, there should be double apostrophes,
and similarly around the title. This. as explained earlier. is caused

¥ the use of the first program in this book for entering the lines.

After line 200, and before line 500. come six lines that are used
only by GOSUB commands. which is why the command ‘GOTO
" was put in line 200. These six lines are put this early in the
Program because the writing of text (from line 1000 onward), is
then much easier.
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Lines 250 to 290 are there to provide spaces at the page end ang
beginning: in a similar way to those in the first program. This tim,
though, they are entered in a slightly different way. The Agc
CODE for moving to a lower paragraph is CHR$(10). This is ygeg
in a form that will make it repeat as many times as we want, by
using the form: STRING$(7,CHR$(10)). The first number insige
the brackets is the number of times the cursor will move down the
page. This saves the repetition of PRINT #S: so many times, Itj
hardly worth doing for as small a number as 1. but in the interes
of uniformity it is done in this present case. Therefore. the five
lines 250 to 290 are given in this way. The line 300 is merely a REM
line, to remind you of the letter to be used for sending the
computer back to a line to print spaces and a dash, a numbcr anda
space, before the text starts again. Here are the six lines:

250 PRINT #S.STRINGS$(4.CHR$(10)):PRINT #S,
* :PRINT #S:PRINT # S.SPC(28):
A:A=A+1: RETURN

260 PRINT #S . STRING$(3.CHRS$(10)):PRINT #S,
*_:PRINT #S:PRINT # S,SPC(28);
A:A=A+1: RETURN

270 PRINT #S.STRING$(2,CHR$(40)):PRINT #8,
‘_:PRINT #S:PRINT # S.SPC(28);
A:A=A+1:RETURN

280 PRINT #S.STRING$(1,CHRS$(10)):PRINT
#S." "PRINT #S:PRINT # S.SPC(28);
A:A=A+1: RETURN

290 PRINT #S._:PRINT #S:PRINT #S SPC(28):
A:A=A+1: RETURN

300 REM 25 lines=U; 26 lines=V; 27 lines=W,
28 lines=Y; 29 lines=Z. Remember to count in t

heading and space on the first page.

Allowing for 3 lines at the top: the number, and the spacc ubove
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and below it, there are 30 lines left out of the 33 each page will
carry. It is not correct to carry on the text until it rcaches the
pottom. and the minimum of spaces below the text should be 2.
put preferably 3 or 4. With lines 250 to 290 I have allowed for
anything from 25 to 29 lines of text before the line which must be
the last one, but you should manage with 26. 27, or 28. We will
deal with the different ways of counting the lines later.

Looking at line 260, we see that ‘PRINT #S," is still used at the
peginning. This is because it must work that way. The 3 is there to
control the number of lines down it must go by order of
CHRS(10), and then there is another ‘PRINT #S." to command
that the Dash * " is printed, another ‘PRINT #S:" to lower it a
spacc more, and then a "PRINT #S,” and after that 28 spaccs
along the line to place the ‘A’ (which will be a number) in the best
place to bc more or less centred. Incidentally, at this point you can
position that page number where you want, by altering the
number of spaces in that SPC(25) position. 1 keep it central
because there is more control over the paging in that placc; if an
extra page is added it makes no difference.

To return to line 260. After the number of the page is in a
positton that suits you, the next partis ‘“A=A+1" to ensure that
the next page number is increased — as explained earlier. Then
comes the ‘RETURN’, which sends the computer back to the
command after the one that sent it to 260. In this case to line 610,
at the point where a command tells it to GOTO 660, which sends
the computer back into the word wrapping routine.

All the lines 250 to 290 work in exactly the same way, but a
different number of spaces are put at the end of different text
lengths. Line 300 is a REM line to remind you of the letter to put
atthe numbered line end - of which more later.

The next lines to be described (they are additions) are the ones
4600 to 640, in the routine. They are given here.

600 IF q$="X"THEN ws=0:GOTO 660

605 1F @$=‘U’ THEN ws=0:GOSUB 250:GOTO 660
610 IF g$="V' THEN ws=0:GOSUB 260:GOTO 660
620 IF q$="W’' THEN ws=0:GOSUB 270:GOTO 660
630 IF g$="Y' THEN ws=0:GOSUB 280:GOTO 660
640 IF q$='Z" THEN ws=0:GOSUB 290:GOTO 660
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These work in the same way that was explained in the previoy,
chapters, except that these work in response to the letters ‘U ¢,
Z’. *X’ produces just a paragraph end. making sure that a pey
paragraph starts. The rest incorporate a GOSUB line that sengs
them to one or other of the lines we have recently described (25
to 290). Their working will become clearer when we describe the
actual entering of text into the program.

For the present it is enough to say that when the compute
compares the groups of characters it has collected, with any of
those in an ‘IF" line and finds a match, it carries out whatever
command follows that match. In this case it ends that paragraph,
and comes to GOSUB 250 (or 260, etc.) and goes to that line to
carry out those orders. At the end it comes back to find ‘GOTQ
660’, and at that line starts the routine again by going to the ‘FOR’
line at 510.

Line 590 has been left in this routine for those who wish to usea
comma in their text. As I have explained earlier, the use of DATA
imposes some restrictions, and one of these is the use of a comma;
the computer ignores it when printing on the screen, so that itis
not printed. If it is essential to use a comma on the screen, thenan
‘m’, printed with a space each side of it, results in the printing of2
comma in its proper place, because of the way in which line 5%
acts. Incidentally, the usc of the colon causes a similar trouble, but
rather more serious, for it causes the rest of the line following the
colon to be left out, jumping to the next line number without?
break of any sort. It is for these, and similar reasons, that |
normally work with the first program in this book; except where!
want to work at much greater length on a paragraph or more.

The text chosen for this demonstration of the working of the
pagination in this present program is an cxtension of the text !
used a little carlier: about butterflies. There are one or two sma!
rules that must be obscrved: first of all sce that there are ¥
numbered lines with more than two or three lines of words '
them. That is: see that therc are no more than 65 characters €3
in two lines — with perhaps a few more characters to end at?
completed sentence. This will be more easily understood whe?
you study the way I have entered my text into the lines. lfyOU““
longer numbered lines there can be trouble at times. This is not?
difficult condition, for it merely means more numbered lines,and
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you are not likely to run out of numbers — even when steps of ten
are used — you will run out of computer memory long before you
run out of numbers for lines.

The second condition is that you use a semi-colon instead of a
comma at all times. This has been explained a little earlier in this
chap[c’l’.

The third condition is that you make no attempt to enter the
letters at the end of each numbered line other than an ‘X" where
you wish a paragraph to end. The other letters can only be put in
after you have RUN the text onto the screen, and can then count
the actual number of lines it makes there. The details of this will
be explained more fully after it is entered.

Be sure to enter the program lines first. They are at this chapter
end.

1000 DATA . THE RED ADMIRAL. There is little sexual
difference in the Red Admiral; but the female may be slightly
larger; and have more pronounced red patches.

1010 DATA The upper surface of both is velvety-black; with
scarlet bands on all four wings. There are white spots and bands
towards the tips of the forwings.

1020 DATA The underside of the forewing is bright with red;
black. white and fawn patches; but the hind wing is mottled
brown; like a leaf or piece of bark.

We will deal with those three lines (1000-1020) before going
any farther, for they illustrate a point. Note first that each
Numbered line finishes at a sentence end, with a full stop and
nothing else. Also, that, as they appear in the list, there are no
Mmore than three lines of text to each numbered line. In fact they
could be anything from about that length to just over three lines
Without affecting our needs. These are: that when the lines are
RUN and we start counting the number of lines that are to be used
N a page, that there will be no more difference than three. or at
the most four lines. when a sentence end is reached as near as
Possible to one of the numbers: 26, 27 or 28. because these leave a
feasonable bottom margin.

There will be times when one of those numbers is reached at
S0me point that is within a paragraph, but if you then throw the

47



listing on the screen, and it shows that the sentence ending js
inside a numbered line. then you must go back a sentence (or go
forward a sentence) to find a numbered line end that coicides with
onc of the permitted numbers. It can usually be found in a range of
26 to 28, but the extra lines dealing with 25 or 29, in lines 250 and
290, are therc to deal with those ¢xceptions. You must count the
lines that are already RUN, and not those in the list, for the
computer works on them to produce a few extra spaces at the line
cnds, and it is the RUN lines of text that will be going on the
pages.

Don't forget: that is the main reason you restrict your text
writing to two or three lines in cach numbered line. We shall now
continue with the text for this trial run.

1030 DATA . It can be seen trom March-October: mainly
because this butterfly migrates from the Continent: though a few
hibernate here.

1040 DATA The Red Admiral goes cverywhere - fields;
gardens; town and country — and it likes over ripe fruit. Eggs are
laid on the upper leaves of nettles: one egg to cach plant; and
these hatch in about seven days. X

1050 DATA . The caterpillar varics in some individuals.
Normally it is velvet-black with black spines: spotted with tiny
white spots; and with a broken yellow line along its side.

1060 DATA Others may have buff or vellow spines; and some
are checkered with lemon yellow; so that the background appears
to be greenish grey. This caterpillar takes 23 days to mature. X

1070 DATA . THE ORANGE TIP. The male Orange Tip has
its upper wing surfaces marked with orange and a black tip on 3
white base. The upper wing surfaces are lightly marbled grey and
white.

1080 DATA The underwings are similarly markedibut the hind
wings are morc strongly marked. The female is similar, but is not
orange tipped. Y

1090 DATA . Normally the Orange Tip is seen during May-
June; but some may appear in August-September. It is fairly
common in Britain; except north of the Moray in Scotland.

1100 DATA It favours flowery hedges: meadows; and woody
borders. It hibernates as a crescent-shaped chrysalis: usually
suspended in a hedge. X
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1110 DATA . The caterpillar; which takes 25 days to mature;
feeds on cruciferous plants; cuckoo flower; yellow rocket: garden
honesty. etc.

1120 DATA Itis green on top; lightening down its sides to blue-
green and then white. Underneath it is dark green. This
caterpillar is quite slender; and very even in its thickness
throughout. X

1130 DATA . THE BRIMSTONE. This is a species with
diffcrent sex colouring. The male has all its upper wing surfaces
bright lemon with an orange spot on each wing (larger on the rear
wings).

1140 DATA Underncath it is duller; tending towards buff on
the hind wings. The femalc has two colourings; one of greenish
white: and the other more ycllow.

1150 DATA Her orange spots are duller than those of the male.
The points on all four wings are the same in both sexes. X

1160 DATA . It appcars carly; usually March-October; but
occasionally in February; and is common in the south of England
and in Wales.

1170 DATA It hibernates on ivy or holly; clinging under a leaf;
and because of its shape and colour is perfectly concealed there.

1180 DATA Eggs are laid on the buckthorn (both species);
singly on the underside of leaves in May-June. X

1190 DATA . The caterpillar takes about 28 days to mature;
and is glaucous green on the back: tending towards blueness at the
white spiracular stripe along its side. Y

1200 DATA The underside: below the line: is ycllowish-green;
as are the legs. There arc minute black spikes all over it. X

You may have noticed that at the end of line 1080 isa*Y". Thisis
a page ending. and was found by RUNning the program. and
counting the lines of text — including the title and its space below.
You will find there are 28 lines. and so the letter Y is chosen. Now,
count the lines of the listing. allowing two for the title as before.
You will find there are 31 lines to that page end. and that you
reached 28 at the end of line 1070. From this you can sec that the
list has to be RUN on the screen before the page can be counted:
the computer has made the text 3 lines longer at that point; by
Moving to a new line before it has reached the full 65 characters ~
In order to avoid cutting a word in two.

49















Beginners among us, and morc experienced programmers, tog
are aware that codes using CHRS$(?) are used for many purpoSes:
and may not tumble to its use here; cven though an example s
given on that page. Let me thercfore explain that: when one of
those formulac are given after “TO SELECT' in the manual, and
thereisa‘+ n’ atitsend. the number we choose is to go in brackets
after the "CHR$’ sign.

The next question to arise i1s: where does that 12 come from? A
little very elementary maths is called for. The normal single line
spacing on the DMP 2000 is 1/6th. of an inch. We have to find the
cquivalent number to put over 72 to produce the same result. 6
into 72 equals 12, so multiply 1 by 12, and put that over 72. That
produces 12/72nds, which is exactly cqual to 1/6th. Therefore that
line, as entcred at present, Icaves the linc spacing at 1/6th. inch.

But, if we want twice that spacing, (as we do for presenting our
copy to Editors) we can now alter the number 12 to 24 (after the
CHRS), and the printer will then proceed to print out the copy
with double spacing between the lines. The paper fced rate
between lines, is now sct to 24/72. which is the equivalent of 2/
6ths. or onc third of an inch. Put in another way: the mean
distance between lines of double spacing produces three lines to
the inch, while single spacing gives six lines to the inch.

Howecver, thatis not quite all. The computer is now set to a line
space for the printer of 24/72. In cffect, because the ‘PRINT #8,’
starts that command, the printer will continue to produce double
spacing until it is altered. If, for instance, a ‘LIST #8" was asked
for. it would be produced in double spacing.

To send the computer a signal to revert to 12/72 (1/6) is very
simple. Immediately after a printed copy of the text has been
produced, LIST the program, and stop it where lines 90 and 100
are available, and alter the 8 to an 0. and the 24 to a 12. Switch off
the printer to cancel out its previous orders, and then switch it on
again. Now RUN the program (onto the screen) for a short
distance in order to ensurc that the computer has rcad through
line 100 again. In line 100 the *CHRS’ code is now 12/72. and the
printer, if told to ‘LIST #8°, will do so with single spacing.
Another method is to give a separate message to the printer as
soon as it has finished its print-out of the text. This will be without
a line number. as follows:



PRINT #8,CHR$(27):*A";CHRS$(12)

Do not forget *o put double apostrophes where 1 have put the
single ones. This will make the printer revert to single line spacing
if you tell it to: "LIST #8".

To ensure there is no mistake about this, a copy of that program
from page 8 (WRITER1), is shown in its modified form to
suit the DMP 2000 (without its dip switches altered) at the end
of this chapter. This will be sufficient for anyone to use as ameans
of producing ‘justificd’ copy, using the standard type face
provided by the DMP 2000, provided he follows the full
description of how to “justify’ given in chapter 4.

Writers who own a DMP 2000 may have jumped directly to this
chapter, having skipped over the preceeding chapters. 1 should
warn them it is essential to read chapters 2. 3, and 4, before
moving to this chapter, for the explanations in those chapters
refer to almost any printer; they are mainly computer program
details. and may require changing for other computers.

It is my practice with the DMP 2000 to procecd with all text
entering. or altering, in the single line space setting of 12/721n line
1000: changing that only if I need a double line space print-out.

There are a number of other changes that can be made to the
program when using a DMP 2000, changes which affect the
printer, but have to be put into the program. For instance there
are the different sorts of type face available. These, and the way to
produce them are adequately described in the DMP 2000 manual,
and they should be studied thoroughly. The three main ones from
the writer’s point of view are the ‘Proportional’, ‘Italics’ and the
‘NLO" (Near Letter Quality) options. ‘Standard’ is the one
sclected by the printer when first switched on.

These different type faces are very well decribed in the manual,
but at one point I was left searching for ways of preventing the
Printer staying in the same type face all the time. However, what it
boils down to is that you have to cancel each type face (except for
Standard). by using a different code before proceeding to usc a
different type face. This can be puzzling at times, for the ways of
Coupling them up are not very clear. I append here an extra program
Which displays most of the type faces available. and it will print out
asample of each one. if ‘GOTO 5000 is used. In it you will find the
Ways you can cancel onc type face before going on to the next. It
€an sit at the end of your present program. with a stop at 4900.
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way of telling the printer that what follows immediately after it in
the apostrophes is not to be printed, but is a code. That code can
be a letter or number. Make sure you use either upper or lower
case for this code, as shown here. The code tells the printer which
of the type faces to choose. Following it is the CHR$(1) (or (0)),
as mentioned above. Note the punctuation mark used: following
#8 it is a comma, all the rest of them are semi colons. The dash
between apostrophes in line 5050 is the one on the key holding the
equal mark (=) as well - not the one on the zero (0). Incidentally,
while mentioning the zero: to make the printer produce the
correct Osign, and not the capital O, then turn the DS2-1 dip switch
to ON (the first in the second block). This is done by flicking it
down. Make sure to switch off the printer before doing this.

So, line 5020 means: PRINT #8, (to the printer); CHR$(27),
(ESC, or not to be printed); ‘x’ (This is the code to use); CHR$(1)
(turn it on). Then in double apostrophes comes the text to be
printed (in the type face chosen by the previous code ‘x’). Follow-
ing that comes the same sequence of signals, except that the end
number is 0 (zero) and not 1. That turns it off.

Put briefly it says, print in the type face ‘x’ and thenrevert to the
Standard type face.

Lines 5030 to 5050 are the same. except that the code number or
sign, is different. ‘p’ means Proportional, ‘W' means Double
width, and the dash means underline those words.

At first sight lines 5060 and 5070 appear to be similar to the
preceeding lines, but they are not. Here the ‘CHRS$(1)’ sign is not
the turning on code. A combination of the letter ‘S’ and the
‘CHR$(1)" turns on the Subscript type face, while the code for
Superscript is 'S’ with ‘CHR$(0)". In this case the actual kind of
code appears to be triggered by the | or 0. In both cases they are
both ‘turned off’ by the use of ‘T" after the use of CHR$(27).

Subscript appears to be the same as Superscript but is really
different in its position on the line compared with other larger
texts. Subscript is level with the bottom of Standard (it runs on the
same bottom line), while Superscript is level with the top of the
line. That means you could use Superscript to provide the small
‘th. after a number such as 4. Or you could perhaps provide a
fraction. with the top number in Superscript. then a diagonal (/),
followed by the lower number in Subscript. This would need many
characters, but we can deal with that later.

57



Line 5080, for the Mini type face, is different again, for a single
‘M’ is used after the CHRS$(27), and that is all. It is turned off
again by using ‘P’ (after the CHR$(27)). No other effort is needed
to produce a very nice and smaller version of the Standard type
face.

The Italic version. in line 5090, is also good looking. It works in
the same way as the Mini line (5080), but "4’ is necded to produce
it,and ‘5" to revert to Standard (after CHR$(27)) in both cases, of
course.

For this Italic line I have not used the "turning off" signal in any
way, for the following line is for Italics, with a Double strike code
added. This 15 in line 5100, which is written as if the Italics had
becn turned off. This is done deliberately to show how onc code is
added to another. One complete code follows the other with justa
semi-colon between them.

By now you have learnt sufficient about these codes to see that
‘G’ turns this ‘Double strike™ code on, and that *H’ turns it off.
And that "4’ turns on the Italics, while ‘5" turns them off. Perhaps
it has occurred to you that I need not have added the ‘CHR$(27)’
and ‘4’ to line 5100. and you would be correct; it was already in the
printer memory. However. for the beginner an example of how it
is done is worth lots of explanation.

When you have entered and saved this program at S000, then
delete the section: CHR$(27);'4" from line 5100. You will find
that this make no difference to the final result. The '[talics’ code is
still in the memory, so therc is no necd to put it in again.

Line 5120 produces the Condened type face. This is a fine
example of what the DMP 2000 can do. for it is clear, and really
good looking. It is produced by a simple command: *CHR$(15),
and is removed from printer memory by "CHRS$(18)". The
simplest, and yet most uscful of type faces.

Try a LISTing of this program. just entering (without a line
number) ‘RUN 5000°. The first PRINT command tells the printer
which type face to use, and the second one (at line 5140) orders 2
list on the printer. You will be pleased with the result in the
Condensed type face.

Line 5130 makes the printer leave two line spaces before it acts
on line 5140, which is to LIST program 5000 from line 5000 to 5140
on the printer. This small program will print cach of the type faces
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70 INK 0,23:INK 1.0:BORDER 23:GOSUB 6000

6000 {$=CHR3$(27)+'S"+ CHR$(0):ee$=CHR$(27)
+'T":e$=CHR$(27)+'S"+ CHR$(1)

6010 RETURN

Don’t forget the six double apostrophes, in place of singles ip
line 6000. There is another point about the making of string
variables that should be noted: where you would use a semi colon
to scparate off anv two parts of a code in the normal way, when
forming a variable it is necessary to use the plus sign (+) in place
of the semi-colon. This is essential.

Now, with line 70 containing GOSUB 6(XX), and lines 6000 and
6010 in place, the computer will respond to the entering of any of
those variables with the code it contains - provided only that RUN
is not used; GOTO can be used instead, but not RUN, for that
flushes out all the variables when used. and then the variables we
have used will not contain thc ‘*CHR$’ commands. Each of the
variables will contain only the letter or number that is within the
double apostrophes. So don’t usc RUN in such circumstances.

Because I have just made that same mistake (for over an hourl
couldn’t get the variables to do their job) I have now altered line
60 in this program (in which the keys arc redefined). Key 128 is
now re-programmed to: ‘GOTO 10', instead of to 'RUN’, as it
was before. (Key 128 is the ‘0" key on the square block of
numbers). GOTO does all that RUN does. without flushing out
the variables. With all this in mind, now enter this program:

l(meEM“..““TEST““‘“

10010 PRINT #8." This measures *;f$;'7";ee$;'/’
e$.'8ths.":cc$;’ of aninch.’

10020 PRINT #8.’ This measures ‘::CHR$(27);‘S";
CHR$(0);'7";CHRS$(27);'T";'/";CHRS$(27).
‘S";CHRS$(1);'8ths.";CHR$(27):'T";* of an inch.’

There arc 10 single apostrophes in line 10010 that must be
changed to double apostrophes, and 18 in line 10020 that must b
changed similarly. The reason has been explained earlier.

If you now use ‘GOTO 10000", not "RUN 10000", the two linés
will be displayed on the printer, and will be exactly alike. They
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5120 PRINT #8,CHR$(15); "This is Condensed";CHRS (18)

51328 PRINT #8:FRINT #8

5140 WIDTH 6@:PRINT #8,CHRS$ (15):LIST S008-10820 #8

5158 PRINT #8,CHR$(18)

5999 STOP

6008 REM # # & & # # MAKING VARIABLES * # # # & #

6010 $$=CHR$ (27)+"S"+CHR$ (@) : ee$=CHRS (27)+"T":e$=CHRS (27) +°§
"+CHR$ (1)

4108 RETURN

6989 STOP

10000 REM # # ¢ # ¢+ &+ ¢ # TEST » 2 ¢ & & ¢+ & &

10010 PRINT #8," This measures ";f$;"7";ee$;"/";e$; "Bths,";
ee$;" of an inch.”

10020 PRINT #8," This measures “;CHR$(27);"S";CHR$(Q);"7";C
HR$(27)3"T"s*/";CHRS(27)5 "S";CHR$ (1) “Bths, "; CHRE (27) 5" T"; "
of an inch.”

This measures 7/ecrw. Of an inch.
This measures 7/gerws. Of an inch.



Chapter Eight
MORE USE OF THE DMP 2000

In Chapter Seven [ promised to give details of the making of
variables to carry the different type faces of the DMPI. One
method of doing it is given in the manual. but I feel that it is not
quitc what I wanted. Therefore I have adopted a system of a single
letter for starting the type face, and two of that same letter to
cancel it, beginning with ‘a’. In addition it was the intention to
make it as a unit, transferable from one program to another. With
this in mind I put this variable making program at the end of any
program in which it will be needed; starting with line 5000; so that
it could be MERGEd with any program. so long as room is left for
it at SO0 to 5200.

The Amstrad 464, fitted with disc drives, is not keen on any use
of MERGE, even though it is supposed (by the manual), to do so.
However, the 464 has a tape recorder built in which will do the job
very easily. Itis my practice, thercfore. to kecp a sparc tape in the
recorder for just this purpose. I give this list at the end of this
program. Itis called MAKING VARIABLES. and a suitable title
for recording it is '™MAKEVAR'. Because the title is only 7
characters long it will go on either tapce or disc.

To use the tape for 'MERGE". it is only nccessary to first be
surc there is a space in the program in the computer’s memory to
allow for lines 5000 to 12000. Then ENTER ‘jtape’ (it doesn’t
matter whether upper or lower casc is used). Now. with the tape
number set to coincide with the beginning of the SAVEd
program, type in "Merge', followed by a space and two double
apostrophes. Then follow the directions on the screen. This is all
that is necded. When the ready signal is given. do not forget to
enter *jdisc’. If you are not used to discs. the *|" is the one on the
keyv next to P. entered with the shift key.

Owners of Amstrad CPC 664s and 6128s will, of course, have to
usc a scparate cassette recorder.

Before explaining the program "MAKING VARIABLES'. it
Will be necessary to add one point: at line 90 of WRITERI1B, add a
couple of GOSUBs. preceded by a REM. so that line 90 now
becomes:

90 S=0:A=1:REM GOSUB 5000:GOSUB 6000
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The REM is put there at this point because, while writing the
rest of the program those GOSUBs will not be necded. If you wish
to print out the result, then you must alter line 90 only. Change the
0 to 8, and take away the REM. This makes it ready. Another
warning should be given here. After running the printer with
those GOSUBs operative, you must alter back line 90: to do this
change the 8to 0, and put back the REM. In addition you must use
RUN to clear the memory of the variables. It is assumed you are
following the clear directions given in Chapter Seven to always
use GOTO instead of RUN in normal conditions. Also that only
command codes that apply to the ‘DMP 2000 are put in those
lines at 5000 and 6000.

This will perhaps be more clcar when it is explained that an
order to the printer has a different effect when it goes to the
screen, and they come into effect when those GOSUB orders are
made operative. When the REM is reinstated, 8 is changed to 0,
and RUN is used, they arc flushed out.

The locating of the perforation mark on the DMP 2000 is not
the same as on the DMP-1, although I use the same principle. On
pressing ‘ON LINE’ on the printer the paper runs back as well as
forward by turning the knob. With the perspex cover off [ move
the papcr so that the twelfth hole has not quite reached to the back
of the casing edge over which it runs after printing. Some
experiments will be called for to get it exactly right. but the resuit
is that with the same paging described for the DMP-1, the DMP
2000 will always put the dash on the perforation.

After those digressions we return to the explanation of the lines
at 5000, and at 6000. They arc at this chapter end. and a look at
them will help. The description of the various codes in use have
been given in Chapter Seven. This time note the use of a to k, and
aa to kk as the variables used. With the aid of the list given here, it
should be easy to select whichever you want.

a=NLQ (Near Letter Quality)
b=Proportional Lettering
c=Double Width lettering
d=Underlined words

e =Subscript (lower level)
f=Superscript (upper level)
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g=Mini (smaller than Standard)

h=Italics

i=Double Strike (Makes lettering heavier)
j=Bold (similar to standard, but bolder)
k=Condensed (16 characters to the inch)

‘a’ or‘aa’ applies to Near Letter Quality lettering. a$ putsitinto
use, and aa$ cancels it. 'b’ produces Proportional lettering, (which
has less space around slim letters such as 'i" or *1°). b$ brings it into
use, and bb$ cancels it. When using these variables it is easy to see
that when a single letter is used to start off a type face, then double
that letter will stop it, and bring it back to Standard — or whatever
else you command it to. Having once looked up the letter that
applies to that face, then there is little thinking to do about
cancelling it.

I have printed it out on a picce of card I keep on top of the
monitor. There it is in use very often, although I am beginning to
memorise some of the letters already.

The use of codes is shown here, and in line 10000 at the end.
Line 12000 is the command used to print the list.

“This is a ‘;k$:’demonstration *;kk$; of using a few ‘;h$;'type
faces *;hh$;’in a sentence, and includes ‘;j$; four *;jj$; different
faces.’

There are fourteen single apostrophes that have to be changed
to doubles in that statement. The double apostrophes are around
the words to be printed. The codes are separated from them by a
semi-colon on each side. Remember the distinction from the way
codes are separated in the making of a variable. In the variable a
+ sign is used to join parts of a variable.

The routine at 6000 is directed at the printer only. Itis not used
except for this purpose: line 6020 tells the printer to commence
printing 3 characters from its normal starting place on the left
hand margin. The letter ‘I' (lower case L) is here used as the code
to trigger this off; the ‘3’ after CHRS$ states the number of
characters. This is done so that the perforations on each side of the
paper can be trimmed off afterwards, leaving a clean sheet, 11 X
8.75 inches.

In line 6010 the ‘A", followed by the number after CHR$ will
put the printer into double line space mode, as explained in the
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previous chapter more fully. This code, ‘A’, means something
different to the computer. and is one of the reasons why it is kept
separate by REM (in line 90), and flushed out by RUN, when the
printer is not being used. If not treated thus it will make the text or
list. on the screen. appear alternatively in reverse colours: white
on black. instead of black on white.

The explanations in this and the previous chapter of the ways to
use the DMP 2000 with the first ‘writer’ program arc complete
enough now to enable anyone to use it competently. It remains to
deal with the *fast writer’ program, first described in Chap. Five,
and with the improved listing between chapters Six and Seven,
which had paging added to it.

To that ‘BUTFLY?2’ listing can now be added some more lines,
that will adapt it for use with the DMP 2000. We will first add to it
the alteration of ‘RUN’ to ‘GOTO 10’ in line 60, for the key that
re-programs the O in the block of numbers. This is to prevent
trouble after using the printer. as explained before. A simple
alteration to line 90, which carries the WIDTH command at
present, will be the addition of the line spacing code, and a code to
permit using a different type face. The BOLD code is being used
in this instance, but you can change that to anything you wish. The
line must also have a ‘REM’ in front of it while you are working on
the screen, which will be removed or replaced when you change
the 0 to 8. or vice versa, (with 8 the REM comes out). The
corrected line is given here.

90 REM WIDTH 65:PRINT #S.CHR$(27);'A";
CHR$(24):PRINT #S,CHR$(27);'E’

Remember to use double apostrophes in place of the single
ones in that line; there are four of them.

The way the first code (CHr$(27):'A’;CHR$(24)) works has
been explained in the previous chapter. Because the REM is
replaced when using the screen. there is no need to change the 24
to 12 in this instance.

The second code used after ‘“WIDTH' is the onc to define the
type face to be used throughout. In this case the code is for the
‘BOLD’ type face. It is printed rather more black than is the
‘STANDARD'. but takes longer to print out. If you change this
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580 REM #xsresas3% START OF ROUTINE Heaiirass
518 FOR n=1 TO 300

520 ws=-1

530 WHILE ws

548 READ 28(n)

590 z$(n)=2$(n)+CHRS (32)

568 WHILE LEN(z$(n))>1

578 cv=INSTR(z$(n) ,CHR$(32))

580 q$=LEFT$(28(n),cv-1):28(n)=MID$(28(n) ,cv+l)
599 IF g$="a" THEN PRINT #S,CHR$(8);", *;:60T0 660
608 IF g$="X" THEN ws=0:60T0 660

485 IF q8$="U" THEN ws=0:60SUB 259:60T0 460
610 IF g$="V" THEN ws=0:GOSUB 26@:60T0 660
628 IF g$="W" THEN ws=0:50SUB 278:60T0 668
630 IF g$="Y" THEN ws=8:60SUB 280:60TD 458
640 IF q$="1" THEN ws=0:605UB 299:60T0 640
650 PRINT 45,q8+CHR$(32) 5

66@ WEND: WEND

470 PRINT 25

680 NEXT

690 REN sxaxixastxd END OF ROUTINE ##3H#3aaidid
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Chapter Nine
POSTSCRIPT

Further experience with using the WRITERIB program during
the period between writing the previous chapters and the proof
rcading have demonstrated the versatility and adaptability of the
program, for some minor modifications have been carried out.

These show how each writer can modify or adapt this program
to suit his own requirements. It should be emphasized, though,
that it is essential to study and learn all that is cxplained in the
carlier chapters in order to be able to alter programs to suit your
OWN purposcs.

The new program. JAMES7, is shown at the end of this
chapter, and the differences between this and WRITERIB, will
be shown here line by line.

Line 60 contains the first difference, for in it is a means of using
a double apostrophe anywhere in a linc of text that is bounded by
the two double apostrophes.

This has been mentioned in a previous chapter, but here is the
explanation of how it works. The computer, in rcading the line of
text, comes to that first double apostrophe - but it does not read it
as a double apostrophe. To the computer it is the symbol for the
key 2 when it is used in conjunction with a shift key. Therefore, if
we can get another key to produce the double apostrophe. it will
not treat that as if it is an apostrophe, or that it comes from key 2
on the main keyboard. but will handle it as it does other letters. In
other words it is key 2 being used together with the shift key that
triggers off the mechanism to separate off the text.

Therefore, if we can find a different key to carry the small
double apostrophe, we can use that. In appendix 1. page 8 of the
Amstrad manual, is No. 162 in the character sct. It is the ideal
character for our usc. for it is smaller than the proper double
apostrophe. its two parts are separatcd more than in the larger
one. and when the two are printed on the screen they look
different. Try that now. Enter 'PRINT CHR$(162) . and then just
press the shift key and 2 together. You will sce two different
looking double apostrophes. The machine will also usc its *Syntax
crror’ message. but that will not matter. You will be able to
compare the two.
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So which key shall we redefine to carry this symbol for us? The
one | have chosen in this case is the number 7 in the block of
numbers to the right of the main keyboard. To give that a new
character a different code to any we have used is needed. This
code is the one now given at the end of line 60, and is the only one
to use here. Itis KEY DEF 10,0,162. On key.10 we now want the
symbol 162. The KEY numbers for this purpose are shown on
page 16 of appendix I1I in the Amstrad manual. It only works on
using the key WITHOUT THE SHIFT KEY. If you use the shift
key it will only print 7.

The only other difference in that line is the transposition of
KEY 129 to the first position, instead of the third. This has no
ctfect; it is merely done that way because | happened to type it in
first. There are now four commands in that line, and they can be
put in any order.

In line 70 there is no change. but in line 80 the WINDOW is
changed. It now gives 66 characters to the line, and the text is
placed more centrally on the screen. The way this has been done is
clear from a compurison of the first two numbers in the command:
1,65, has now become 7,72. The only difference to our working is
that line 100 must have the WIDTH changed to 66.

Line 90 has changed considerably. Between the A=4 (A=101
in JAMES 7) and the final REM is now a list of commands for the
printer. One of them has been transferred from line 100, and that
is the one that spaces out the lines when printing. It is now the
third in the list of four printer commands in 90, and its spacing has
been changed from 12 to 24 (to give double spacing of the lines).

A REM has becn placed at the commencement of these com-
mands, and the first after that is an order to the printer to print in
one direction only. Tt was found (and it may only be a fault in my
own machine) that occasionally the printer would come to a
stop at a word it had started to spell wrongly at the end of a line.
Using this command to print only from left to right has cured this
fault for me. It is the command using ‘U’ +1 for its purpose. It
takes a little longer to print each page.

The second command in line 90 uses ‘1'+ a number to indicate
the distance the printing has to start from the edge of the paper.
This places the printed text on the paper at a suitable position to
give a better margin on the left hand side of the text. A number
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is chosen that suits your own way of working, and you can cut the
paper edges off to centre the text in the sheet. If you use a hand
guillotine to cut the edges (and this is a reasonable expense for a
writer) it is a good plan to put a mark on the board to indicate the
cutting places.

The third command has been dealt with, and the fourth is the
one that chooses the type face to use. In this case I have used the
PROPORTIONAL one. but you should make your own choice.
The previous chapters have dealt with that.

The REM at the end of line 90 is for your own use. I find it
useful to keep a record of the number of the last page in the
chapter I am writing.

In use line 90 is left with the S=0 and a REM after A=101in
cases where you want it to print to the screen. When you need to
use the printer, then you must change that 0 to an 8 (S=8), and
take out the REM. On wishing to stop using the printer, and print
to the screen, you MUST remember to change the 8 into an 0 and
replace the REM. Then you MUST use RUN to clear all the odd
variables from the computer. When the computer is ordered to
RUN it flushes out variables, and re-reads them. The REM stops
it from doing this re-reading of that line.

Line 100 is now a simple WIDTH and GOTO line.

The lines 260, 270, and 280 are now changed to 240, 250, and
260. This has been done in order to leave a larger margin at the
bottom of each page. At the same time those repeated uses of
PRINT #8, have been reduced by using the STRING$ command.
If you compare lines 240 on JAMES7 with 260 on WRITER1B
you will see how this is done. CHR$(10) tells the computer to
print on a line lower, and the string of 4 makes them skip four
lines.

Line 800 has been changed to conform with the new lines 240,
250, and 260), and is just a REM line to remind you of which line
you use for the number of lines you count.

Line 900 is a new REM line to remind you of the new way to
locate the perforated lines between pages. You may wish to use
different wording. The new positioning obviates the waste of a
plain sheet each time you position the paper. The new position 1S
with the leading edge of the paper just showing ('kth. inch)
beyond the ribbon. The amount showing is subject to a little trial
and error, but in any case is an improvement on the method used
previously.
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